# Bad Smell Detection

#### Name: Duplicated Code

Location:

FOLDER\_NAME = umlify

FILE\_NAME = database.py

CLASS\_NAME = Database

METHOD\_NAME = get\_db\_info() / drop\_table() / create\_table() / insert\_data() / remove\_data() / get\_specific() / get\_all()

BETWEEN\_LINES = 56-64, 76-87, 95-106, 114-126, 132-144, 148-175, 190-212

Reasons:

1. The 7 methods have very similar lines of code which is to connect to the database and execute a query. This breaks the DRY principle which requires changes to be made in many places.
2. This could cause issues if a bug within a method was only fixed or a change was done for one occurrence but not in the duplicated versions. Such as if the variables *self.file\_path* and *self.db\_name* were renamed, these changes would need to be made for each method with the line *sql.connect(self.file\_path, self.db\_name).*
3. This would reduce the number of lines for each method and remove duplicated variables such as *\_conn, \_cursor* as there are already *self.\_conn, self.\_cursor*

Strategy/Approach

Use the Extract Method to make a general case. Taking the similar lines of code which connects to the database and executes a query into a new method. This method takes in the parameter of a SQL command given by the existing methods. This new method will be called *query().*

#### Name: Large Class

Location:

FOLDER\_NAME = umlify

FILE\_NAME = extractor.py

CLASS\_NAME = Extractor

METHOD\_NAME = regex\_search(), extract\_class(), extract\_parents(), extract\_functions(), extract\_attributes(), extract defaults\_datatypes(), extract\_attribute\_defaults(), extract\_attribute\_datatypes()

BETWEEN\_LINES = 82-85, 87-90, 92-104, 106-108, 110-112, 114-121, 123-128, 130-150

Reasons:

1. This Extractor class has too many responsibilities. It goes against the Single Responsibility principle of SOLID. There some functions that could be better suited in their own class to separate from the main data extractor. This would be the *extract\_class(), extract\_parents(), extract\_functions(), extract\_attributes()* methods which gets all the main attributes of the Component class.
2. The Database class, Shelf class, ComponentViewer class, UmlifyComponentViewer class, depend on the Extractor class for extracting the data from a .py file.
3. Fixing this code smell would greatly reduce the lines of code within the Extractor class which will make it easier to understand for future changes. This would make the Extractor methods easier to clean or modify.

Strategy/Approach

Using the Extract Class technique, I first must determine which methods to extract from the original class. I will move the *extract\_class(), extract\_parents(), extract\_functions(), extract\_attributes()* methods to a new class which will be called *ComponentExtractor* in the module *component\_extractor.py*. I will replace the original functions within the Extractor class with a call to the new methods.

The methods *extract\_defaults\_datatypes(), extract\_attribute\_defaults(), extract\_attribute\_datatypes()* will also be placed into their own class called *DataTypeExtractor* in the module *data\_type\_extractor.*

I will then establish the relationship between the *Extractor* class and the two newly created classes by referencing them as objects and making them attributes in *\_\_init\_\_* to be accessed by the methods within *Extractor* class.

#### Name: Long Method

Location:

FOLDER\_NAME = umlify

FILE\_NAME = extractor.py

CLASS\_NAME = Extractor

METHOD\_NAME = data\_extraction()

BETWEEN\_LINES = 40-79

Reasons:

1. This method contained too many lines of code which made it more difficult to understand how the method works (as this was not the class I wrote).
2. In a way, this method breaks the Single Responsibility principle as there are three different cases being performed (indicated by the conditional statements *if class\_name, elif function\_name, elif attribute\_name*).
3. While reading through the block of code, there were variables referenced before their assignment which does not conform to the PEP8 style. This could have been ignored to prevent having more lines of code written in the method or it could have been overlooked due to the large amount of code.

Strategy/Approach

Using the Extract Method technique, I first create a new method called *add\_class\_and\_parents\_to\_dict()* which will hold the block of code from lines 48-59 and remove the original copy from the method *data\_extraction().* In place of this, I put a call for the new method and added parameters required for the new method (class\_name, line).

This was done the same for lines 62-68 and lines 70-79. To deal with the local variable *comp*, I need to set this as an attribute of the Extractor class so that it can be used by all the new methods. The other two methods will be called *add\_function\_to\_dict()* and *add\_attribute\_to\_dict()* with their needed parameters.

# Refactoring Evaluation

## Code Smell 1: Duplicated Code

### Testing

Since I hadn’t written a full test coverage in the previous assignment, I added unit tests for each method before the refactoring process. And since I added a new method *query()*, I wrote a test for this method as well which would check if exceptions has been thrown. For each method in the Database class that I refactored, I would run tests relevant to the individual behaviour to check if the refactoring process had not change the functionality of the method. But during this process, I had to modify my tests as I struggled with handling the exceptions and errors of the methods. Only in a perfect scenario do these methods work successfully. The new set of tests are added to the unittest\_database.py. Unittests were executed using test\_runner.py. Unittests were executed using test\_runner.py

**TEST COVERAGE:**
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### Version Control

For every method that I refactored, I commit the changes and push it to my remote repository. There were at least 7 commits relevant to refactoring this code smell.

### Evaluation

After refactoring database.py, I had issues of error handling of invalid cases in most of my methods and I had to remove my print statements that indicated to the user of whether a method was executed properly. During the process, I created another method which wasn’t relevant to refactoring the code smell, *close\_connection()***,** which is used in all the methods after the *query()* method has been performed. The *query()* seems to deal with a lot of the exceptions and errors originally written for the methods so this over complicated the new method *query()* and made it more difficult to code for all methods.

Although I have successfully reduced the number of lines (to increase readability) in the code and made it easier in the future to modify the database connection, I’ve introduced another code smell, ***Large Class.*** The Database class seems as if it has multiple functions such as *create\_connection(), query(), create\_table(), drop\_table(),* *close\_connection()* which could be in a class of its own and separated from the functions that modify or access the data from the database.

## Code Smell 2: Large Class

This was the worst code smell as the Extractor class affects multiple classes which uses the set\_file() method and return a component dictionary holding extracted data from a given file. There were too many lines of code to be able to read and understand in the perspective of someone who didn’t write this class.

### Testing

The new set of tests are added to the extractor\_unittest.py. Unittests were executed using test\_runner.py.

**TEST COVERAGE:**
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### Version Control

For every method that I refactored, I commit the changes and push it to my remote repository. There were at least 5 commits relevant to refactoring this code smell.

### Evaluation

I believe that refactoring this code smell was successful and effectively improved the quality of the code by making it easier to manage as its been split into three classes instead of one. Moving the methods to their corresponding classes were simple to do and did not require much modification to the main extractor class other than creating new attributes for the Extractor class (to inject the new dependencies). The only drawback during the refactoring process was that it created duplicate code within the two new classes *ComponentExtractor* and *DataTypeExtractor* which was the regex\_search() method. This static method was needed by both classes and it would not have been relevant to the Extractor class if it was not moved. Overall, the refactoring process still improved the readability by reducing the number of lines in a class.

## Code Smell 3: Long Method

### Testing

The new set of tests are added to the extractor\_unittest.py. Unittests were executed using test\_runner.py.

**TEST COVERAGE:**

### 

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

### Version Control

For every method that I refactored, I commit the changes and push it to my remote repository. There were at least 3 commits relevant to refactoring this code smell.

### Evaluation

The refactoring process for this code smell was straightforward and easy. The result of this was being able to understand *data\_extraction()* better and being able to make changes without the risk of encountering errors which could be overlooked due to the vast amount of code within the method. The refactoring method (Extract Method) did not seem as difficult to use compared to the Duplicated Code smell in the Database class. I think I have successfully removed the Large Class code smell as the number of lines has been reduced by 59 lines of code within the *data\_extraction()* method. The only issue I had was with adding a new attribute to the Extractor class (*self.comp*) which was needed for all the new methods as it was previously used as a local variable within the original method.